Object-oriented (OO) technology draws its strength from powerful programming and modeling techniques and advanced data-handling capabilities. Because OO technology has become an important contributor to the evolution of database systems, this appendix explores the characteristics of OO systems and how those characteristics affect data modeling and design. This appendix also investigates how, through the creation of what are known as extended relational or object/relational databases, relational database vendors have responded to the demand for databases capable of handling increasingly complex data types. You will see how some of those features are implemented in Oracle.
G.1 OBJECT ORIENTATION AND ITS BENEFITS

Object orientation is a modeling and development methodology based on object-oriented (OO) concepts. More precisely, **object orientation** is defined as a set of design and development principles based on conceptually autonomous computer structures known as objects. Each object represents a real-world entity with the ability to act upon itself and to interact with other objects.

Considering that definition, it does not require much imagination to see that using objects makes modularity almost inevitable. Object orientation concepts have been widely applied to many computer-related disciplines, especially those involving complex programming and design problems. Table G.1 summarizes some object orientation contributions to computer-related disciplines.

**TABLE G.1**

<table>
<thead>
<tr>
<th>COMPUTER-RELATED AREA</th>
<th>OO CONTRIBUTIONS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Programming languages</td>
<td>Reduces the number of lines of code</td>
</tr>
<tr>
<td></td>
<td>Decreases development time</td>
</tr>
<tr>
<td></td>
<td>Enhances code reusability</td>
</tr>
<tr>
<td></td>
<td>Makes code maintenance easier</td>
</tr>
<tr>
<td></td>
<td>Enhances programmer productivity</td>
</tr>
<tr>
<td>Graphical user interfaces (GUIs)</td>
<td>Enhances ability to create easy-to-use interfaces</td>
</tr>
<tr>
<td></td>
<td>Improves system end-user friendliness</td>
</tr>
<tr>
<td></td>
<td>Makes it easy to define standards</td>
</tr>
<tr>
<td>Databases</td>
<td>Supports abstract data types</td>
</tr>
<tr>
<td></td>
<td>Supports complex objects</td>
</tr>
<tr>
<td></td>
<td>Supports multimedia data types</td>
</tr>
<tr>
<td>Design</td>
<td>Captures more of the data model's semantics</td>
</tr>
<tr>
<td></td>
<td>Represents the real world more accurately</td>
</tr>
<tr>
<td></td>
<td>Supports complex data manipulations in specialized applications that target graphics, imaging, mapping, financial modeling, telecommunications, geospatial applications, medical applications, and so on</td>
</tr>
<tr>
<td>Operating systems</td>
<td>Enhances system portability by creating layers of abstractions to handle hardware-specific issues</td>
</tr>
<tr>
<td></td>
<td>Facilitates system extensibility through the use of inheritance and other object-oriented constructs</td>
</tr>
</tbody>
</table>

G.2 THE EVOLUTION OF OBJECT-ORIENTED CONCEPTS

Object-oriented concepts stem from **object-oriented programming** (OOP), which was developed as an alternative to traditional programming methods. In an OOP environment, the programmer creates or uses objects (self-contained, reusable modules that contain data as well as the procedures used to operate on the data).

OO concepts first appeared in programming languages such as Ada, ALGOL, LISP, and SIMULA. Those programming languages set the stage for the introduction of more refined OOP concepts. Smalltalk, C++, and Java are popular **object-oriented programming languages** (OOPLs). Java is used to create Web applications that run on the Internet and are independent of operating systems.

OOPLs were developed to:

- Provide an easy-to-use software development environment.
- Provide a powerful software modeling tool for application development.
- Decrease development time by reducing the amount of code.
- Improve programmer productivity by making the code reusable.

OOP changes not only the way in which programs are written, but also how those programs behave. In the object-oriented view of the world, each object can manipulate the data that are part of the object. In addition, each object can send messages to change the data of other objects. Consequently, the OO environment has several important attributes:

- The data set is no longer passive.
- Data and procedures are bound together, creating an object.
- The object has an innate ability to act on itself.

An object can interact with other objects to create a system. Because such objects carry their own data and code, it becomes easier to produce reusable modular systems. It is precisely that characteristic that makes OO systems seem natural to those with little programming experience, but confusing to many whose traditional programming expertise has trained them to split data and procedures. It is not surprising that OO notions became more viable with the advent of personal computers because personal computers are typically operated by end users rather than by programmers and systems design specialists.

OO programming concepts have also had an effect on most computer-based activities, including those based on databases. Because a database is designed to capture data about a business system, it can be viewed as a set of interacting objects. Each object has certain characteristics (attributes) and has relationships with other objects (methods). Given that structure, OO systems have an intuitive appeal for those doing database design and development. As database designers rather than programmers, you cannot afford to ignore the OO revolution.

G.3 OBJECT-ORIENTED CONCEPTS

Although OO concepts have their roots in programming languages, and the programmers among you will recognize basic programming elements, you do not need to know anything about programming to understand these concepts.

G.3.1 OBJECTS: COMPONENTS AND CHARACTERISTICS

In OO systems, everything you deal with is an object, whether it is a student, an invoice, an airplane, an employee, a service, a menu panel, or a report. Some objects are tangible, and some are not. An object can be defined as an abstract representation of a real-world entity that has a unique identity, embedded properties, and the ability to interact with other objects and act upon itself.

Note the difference between object and entity. An entity has data components and relationships, but lacks manipulative ability. Other differences will be identified later.

A defining characteristic of an object is its unique identity. To emphasize this point, let’s examine the real-world objects displayed in Figure G.1. As you examine those simple objects, note that the student named J. D. Wilson has a unique (biological) identity and therefore constitutes a different object from M. R. Gonzalez or V. K. Spelling. Note also that although they share common general characteristics such as name, Social Security number, address, and date of birth, each object exists independently in time and space.

G.3.2 OBJECT IDENTITY

The object’s identity is represented by an object ID (OID), which is unique to the object. The OID is assigned by the system at the moment of the object’s creation and cannot be changed under any circumstances.
Do not confuse the relational model’s primary key with an OID. In contrast to the OID, a primary key is based on user-given values of selected attributes and can be changed at any time. The OID is assigned by the system, does not depend on the object’s attribute values, and cannot be changed. The OID can be deleted only when the object is deleted, and that OID cannot be reused.

### Attributes (Instance Variables)

Objects are described by their attributes, known as **instance variables** in an OO environment. For example, the student John D. Smith may have the attributes (instance variables) shown in Table G.2. Each attribute has a unique name and a data type associated with it. In Table G.2, the attribute names are SOCIAL_SECURITY_NUMBER, FIRST_NAME, MIDDLE_INITIAL, LAST_NAME, and so on. Traditional data types, also known as **base data types** or **conventional data types**, are used in most programming languages and include real, integer, string, and so on.

**TABLE G.2**

<table>
<thead>
<tr>
<th>Attribute Name</th>
<th>Attribute Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>SOCIAL_SECURITY_NUMBER</td>
<td>414-48-0944</td>
</tr>
<tr>
<td>FIRST_NAME</td>
<td>John</td>
</tr>
<tr>
<td>MIDDLE_INITIAL</td>
<td>D</td>
</tr>
<tr>
<td>LAST_NAME</td>
<td>Smith</td>
</tr>
<tr>
<td>DATE_OF_BIRTH</td>
<td>11/23/1966</td>
</tr>
<tr>
<td>MAJOR*</td>
<td>Accounting</td>
</tr>
<tr>
<td>SEMESTER_GPA</td>
<td>2.89</td>
</tr>
<tr>
<td>OVERALL_GPA</td>
<td>3.01</td>
</tr>
<tr>
<td>COURSES_TAKEN*</td>
<td>ENG201;MATH243;HIST201;ACCT211;ECO212;ACCT212;</td>
</tr>
<tr>
<td></td>
<td>CIS220;ENG202;MATH301;HIST202;CSIS30;ACCT343;ACCT345;</td>
</tr>
<tr>
<td></td>
<td>ENG242;MKT31;FIN31;ACCT355</td>
</tr>
<tr>
<td>ADVISOR*</td>
<td>Dr. W. R. Learned</td>
</tr>
</tbody>
</table>

* Represents an attribute that references one or more other objects.

Attributes also have a domain. The **domain** logically groups and describes the set of all possible values that an attribute can have. For example, the possible values of SEMESTER_GPA (see Table G.2) can be represented by the real number base data type. But that does not mean that any real number is a valid GPA. Keep in mind that base data types define base domains, that is, real represents all real numbers, integer represents all integers, date represents all possible dates, string represents any combination of characters, and so on. However, base data type domains are the building
blocks used to construct more restrictive named domains at a higher logical level. For example, to define the domain for the GPA attribute precisely, a domain named GPA must be created. Every domain has a name and a description, including the base data type, size, format, and constraints for the domain’s values. Therefore, the GPA domain can be defined as “any positive number between 0.00 and 4.00 with only two decimal places.” In this case, there is a domain name “GPA,” a base data type “real,” a constraint rule “any positive number between 0.00 and 4.00,” and a format “with only two decimal places.” The GPA domain will provide the values for the SEMESTER_GPA and OVERALL_GPA attributes. Domains can also be defined as lists of possible values separated by commas. For example, the GENDER domain can be defined as “Male, Female” or as “M, F.”

It is important to note that the relational database model also supports domains. In fact, C. J. Date, one of the relational database model’s “parents,” presents domains as the way in which relational systems are able to support abstract data types, thus providing the same functionality as object-oriented databases.1

Just as in the ER model, an object’s attribute can be single-valued or multivalued. Therefore, the object’s attribute can draw a single value or multiple values from its domain. For example, the SOCIAL_SECURITY_NUMBER attribute takes only one value from its domain because the student can have only one Social Security number. In contrast, an attribute such as LANGUAGE or HOBBY can have many values because a student might speak many languages or have many hobbies.

Object attributes may reference one or more other objects. For example, the attribute MAJOR refers to a Department object, the attribute COURSES_TAKEN refers to a list (or collection) of Course objects, and the attribute ADVISOR refers to a Professor object. At the implementation level, the OID of the referenced object is used to link both objects, thus allowing the implementation of relationships between two or more objects. Using the example in Table G.2, the MAJOR attribute contains the OID of a Department object (Accounting) and the ADVISOR attribute contains the OID of a Professor object (Dr. W. R. Learned). The COURSES_TAKEN attribute contains the OID of an object that contains a list of Course objects; such an object is known as a collection object.

**Note**

Observe the difference between the relational and OO models at this point. In the relational model, a table’s attribute may contain only a value used to join rows in different tables. The OOO model does not need such joins to relate objects to one another.

### G.3.4 Object State

The **object state** is the set of values that the object’s attributes have at any given time. Although the object’s state can vary, its OID remains the same. If you want to change the object’s state, you must change the values of the object’s attributes. To change the object’s attribute values, you must send a message to the object. This message will invoke a method.

### G.3.5 Messages and Methods

A **method** is the code that performs a specific operation on the object’s data. Methods protect data from direct and unauthorized access by other objects. To help you understand messages and methods, imagine that the object is a nutshell. The nutshell’s nucleus (the nut) represents the object’s data structure, and the shell represents its methods. (See Figure G.2.)

Every operation performed on an object must be implemented by a method. Methods are used to change the object’s attribute values or to return the value of selected object attributes. Methods represent real-world actions, such as changing a student’s major, adding a student to a course, or printing a student’s name and address. In effect, methods

---

are the equivalent of procedures in traditional programming languages. In OO terms, methods represent the object’s behavior.

Every method is identified by a name and has a body. The body is composed of computer instructions written in some programming language to represent a real-world action. For example, using the object attributes described in Table G.2, you can define a method Avegpa that will return the average GPA of a student by using the object’s attributes SEMESTER_GPA and OVERALL_GPA. Thus, the method named Avegpa may be represented by the transformation shown in Figure G.3.

As you examine Figure G.3, note that the Return(xgpa) would yield \((3.2 \times 15) + (3.0 \times 60)/(15 + 60) = (48 + 180)/75 = 3.04\) for a student with the following characteristics:

- Current semester GPA is 3.2
Current class load is 15 semester hours.
Previous GPA was 3.0 earned for a total of 60 hours.

As you examine that example, note that a method can access the instance variables (attributes) of the object for which the method is defined.

To invoke a method, you send a message to the object. A message is sent by specifying a receiver object, the name of the method, and any required parameters. The internal structure of the object cannot be accessed directly by the message sender, which is another object. Denial of access to the structure ensures the integrity of the object’s state and hides the object’s internal details. The ability to hide the object’s internal details (attributes and methods) is known as encapsulation.

An object may also send messages to change or interrogate another object’s state. (To interrogate means to ask for the interrogated object’s instance variable value or values.) To perform such object-change and interrogation tasks, the method’s body can contain references to other objects’ methods (send messages to other objects), as depicted in Figure G.4.

G.3.6 Classes
OO systems classify objects according to their similarities and differences. Objects that share common characteristics are grouped into classes. In other words, a class is a collection of similar objects with shared structure (attributes) and behavior (methods).

A class contains the description of the data structure and the method implementation details for the objects in the class. Therefore, all objects in a class share the same structure and respond to the same messages. In addition, a class acts as a “storage bin” for similar objects. Each object in a class is known as a class instance or an object instance. (See Figure G.5.)

Using the example shown earlier in Table G.2, a class named Student can be defined to store student objects. All objects of the class Student shown in Figure G.6 share the same structure (attributes) and respond to the same messages (implemented by methods). Note that the Avegpa method was defined earlier; the Enroll and Grade methods shown in Figure G.6 have been added. Each instance of a class is an object with a unique OID, and each object knows to which class it belongs.
The class’s collection of messages, each identified by a message name, constitutes the object or class protocol. The protocol represents an object’s public aspect, that is, how it is known by other objects as well as end users. In contrast, the implementation of the object’s structure and methods constitutes the object’s private aspect. Both are illustrated in Figure G.7. For example, Figure G.6 shows three methods (Avegpa, Enroll, Grade) that represent the public aspect of the Student object. Because those methods are public, other objects communicate with the Student object, using any of the methods. The internal representation of the methods (see Figure G.3) yields the private aspect of the object. The private aspect of an object is not available for use by other objects.
Usually, a message is sent to an object instance. However, it is also possible to send a message to the class rather than to the object. When the receiver object is a class, the message will invoke a **class method**. One example of a class method is `new`. The new class method creates a new object instance (with a unique OID) in the receiver class. Because the object does not exist yet, the message `new` is sent to the class and not to the object.

The preceding discussions have laid the foundation for your understanding of object-oriented concepts. Figure G.8 is designed to put together all of the pieces of this part of the OO puzzle, so examine it carefully before you continue.

### G.3.8 Superclasses, Subclasses, and Inheritance

Classes are organized into a class hierarchy. A **class hierarchy** resembles an upside-down tree in which each class has only one parent class. The class hierarchy is known as a **class lattice** when its classes can have multiple parent classes. Class is used to categorize objects into groups of objects that share common characteristics. For example, the class `automobile` includes large luxury sedans as well as compact cars, and the class `government` includes federal, state, and local governments. Figure G.9 illustrates that the generalization `musical instruments` includes stringed instruments as well as wind instruments.

As you examine Figure G.9, note that Piano, Violin, and Guitar are **subclasses** of Stringed instruments, which is, in turn, a subclass of Musical instruments. Musical instruments defines the **superclass** of Stringed instruments, which is, in turn, the superclass of the Piano, Violin, and Guitar classes. As you can see, the superclass is a more general classification of its subclasses, which, in turn, are more specific components of the general classification.

The class hierarchy introduces a powerful OO concept known as **inheritance**. Inheritance is the ability of an object within the hierarchy to inherit the data structure and behavior (methods) of the classes above it. For example, the Piano class in Figure G.9 inherits its data structure and behavior from the superclasses Stringed instruments and Musical instruments. Thus, Piano inherits the strings and its sounding board characteristic from the Stringed instruments superclass and the musical scale from its Musical instruments superclass. It is through inheritance that OO systems can deliver code reusability.

In OO systems, all objects are derived from the superclass `Object`, or the Root class. Therefore, all classes share the characteristics and methods of the superclass `Object`. The inheritance of data and methods goes from top to bottom in the class hierarchy. There are two types of inheritance: single inheritance and multiple inheritance.
Single Inheritance

Single inheritance exists when a class has only one immediate (parent) superclass above it. Such a condition is illustrated by the Stringed instruments and Wind instruments classes in Figure G.9. Most of the current OO systems support single inheritance. When the system sends a message to an object instance, the entire hierarchy is searched for the matching method, using the following sequence:

1. Scan the class to which the object belongs.
2. If the method is not found, scan the superclass.
The scanning process is repeated until either one of the following occurs:

- The method is found.
- The top of the class hierarchy is reached without finding the method. The system then generates a message to indicate that the method was not found.

For an illustration of the scanning process, let’s examine the Employee class hierarchy shown in Figure G.10. If the \textit{monthPay} message is sent to a pilot’s object instance, the object will execute the \textit{monthPay} method defined in its Employee superclass. Note the code reusability benefits obtained through object-oriented systems: the \textit{monthPay} method’s code is available to both the Pilot and Mechanic subclasses.

**Multiple Inheritance**

Multiple inheritance exists when a class can have more than one immediate (parent) superclass above it. Figure G.11 provides an example of multiple inheritance, illustrating that the Motorcycle subclass inherits characteristics from both the Motor Vehicle and Bicycle superclasses. From the Motor Vehicle superclass, the Motorcycle subclass inherits:

- Characteristics such as fuel requirements, engine pistons, and horsepower.
- Behavior such as start motor, fill gas, and depress clutch.

From the Bicycle superclass, the Motorcycle subclass inherits:

- Characteristics such as two wheels and handlebars.
- Behavior such as straddle the seat and move the handlebar to turn.
The assignment of instance variable or method names must be treated with some caution in a multiple inheritance class hierarchy. For example, if you use the same name for an instance variable or method in each of the superclasses, the OO system must be given some way to decide which method or attribute to use. To illustrate that point, let’s suppose that both the Motor Vehicle and Bicycle superclasses shown in Figure G.12 use a MAXSPEED instance variable. Which version of the MAXSPEED instance variable will be inherited by the Motorcycle’s method in this case? A human being would use judgment to correctly assign the 100 miles/hour value to the motorcycle. The OO system, however, cannot make such value judgments and might:

- Produce an error message in a pop-up window, explaining the problem.
- Ask the end user to supply the correct value or to define the appropriate action.
- Yield an inconsistent or unpredictable result.
- Use user-defined inheritance rules for the subclasses in the class lattice. These inheritance rules govern a subclass’s inheritance of methods and instance variables.

**Method Overriding and Polymorphism**

You may override a superclass’s method definition by redefining the method at the subclass level. For an illustration of the method override, look at the Employee class hierarchy depicted in Figure G.13.
As you examine the summary presented in Figure G.13, note that a Bonus method has been defined to compute a Christmas bonus for all employees. The specific bonus computation depends on the type of employee. In this case, with the exception of pilots, an employee receives a Christmas bonus equal to 5 percent of his/her salary. Pilots receive a Christmas bonus based on accumulated flight pay rather than annual salary. By defining the Bonus method in the Pilot subclass, you are overriding the Employee Bonus method for all objects that belong to the Pilot subclass. However, the Pilot subclass bonus redefinition does not affect the bonus computation for the Mechanic subclass. In contrast to method overriding, polymorphism allows different objects to respond to the same message in different ways. Polymorphism is a very important feature of OO systems because it allows objects to behave according to their specific characteristics. In OO terms, polymorphism means that:

- You may use the same name for a method defined in different classes in the class hierarchy.
- The user may send the same message to different objects that belong to different classes and yet will always generate the correct response.

To illustrate the effect of polymorphism, let’s examine the expanded Employee class hierarchy shown in Figure G.14. Using the class hierarchy in Figure G.14, the system computes a pilot’s or mechanic’s monthly pay by sending the same message, monthPay, to the pilot or mechanic object. The object will return the correct monthly pay amount even though the monthPay includes flyPay for the pilot object and overtimePay for the mechanic object. The computation of the regular monthly salary payment for both subclasses (Pilot and Mechanic) is the same: the annual salary divided by 12 months.

As you examine the polymorphism example in Figure G.14, note that:

- The Pilot monthPay method definition overrides and expands the Employee monthPay method defined in the Employee superclass.
- The monthPay method defined in the Employee superclass is reused by the Pilot and Mechanic subclasses.

Thus, polymorphism augments method override to enhance the code reusability so prized in modular programming and design.
Abstract Data Types

A data type describes a set of objects with similar characteristics. All conventional programming languages use a set of predefined base data types (real, integer, and string or character). Base data types are subject to a predefined set of operations. For example, the integer base data type allows operations such as addition, subtraction, multiplication, and division.

Conventional programming languages also include type constructors, the most common of which is the record type constructor. For example, a programmer can define a CUSTOMER record type by describing its data fields. The CUSTOMER record represents a new data type that will store CUSTOMER data, and the programmer can directly access that data structure by referencing the record’s field names. A record data type allows operations such as WRITE, READ, or DELETE. However, new operations cannot be defined for base data types.

Like conventional data types, an abstract data type (ADT) describes a set of similar objects. However, an abstract data type differs from a conventional data type in that:

- The ADT’s operations are user-defined.
- The ADT does not allow direct access to its internal data representation or method implementation. In other words, the ADT encapsulates its definition, thereby hiding its characteristics.

Some OO systems, such as Smalltalk, implement base data types as ADTs.

To create an abstract data type, you must define:
- Its name.
- The data representation or instance variables of the objects belonging to the abstract data type; each instance variable has a data type that may be a base data type or another ADT.
- The abstract data type operations and constraints, both of which are implemented through methods.

You might have noted that the abstract data type definition resembles a class definition. Some OO systems differentiate between class and type, using type to refer to the class data structure and methods and class to refer to the collection of object instances. A type is a more static concept, while a class is a more run-time concept. In other words, when you define a new class, you are actually defining a new type. The type definition is used as a pattern or template to create new objects belonging to a class at run time.

A simple example will help you understand the subtle distinction between OO type and class. Suppose you bought a cross-stitch pattern with which to create pillow covers. The pattern you bought includes the description of its structure as well as instructions about its use. That pattern will be the type definition. The collection of all actual pillow covers, each with a unique serial number or OID, that you create with the help of that pattern constitutes the class.

Together with inheritance, abstract data types provide support for complex objects. A complex object is formed by combining other objects in a set of complex relations. An example of such a complex object might be found in a security system that uses different data types, such as:

- Conventional (tabular) employee data; for example name, phone, or date of birth.
- Bitmapped data to store the employee’s picture.
- Voice data to store the employee’s voice pattern.

The ability to deal in a relatively easy manner with such a complex data environment gives OO credibility in today’s database marketplace.

Object Classification

An object can be classified according to the characteristics (simple, composite, compound, hybrid, and associative) of its attributes. A simple object is an object that contains only single-valued attributes and has no attributes that refer to another object. For example, an object that describes the current semester can be defined as having the following single-valued attributes: SEM_ID, SEM_NAME, SEM_BEGIN_DATE, and SEM_END_DATE.
A composite object is an object that contains at least one multivalued attribute and has no attributes that refer to another object. An example of a composite object would be a MOVIE object in a movie rental system. For example, MOVIE might be defined as having the following attributes: MOVIE_ID, MOVIE_NAME, MOVIE_PRICE, MOVIE_TYPE, and MOVIE_ACTORS. In that case, MOVIE_ACTORS is a multivalued attribute that tracks the many performers in the movie.

A compound object is an object that contains at least one attribute that references another object. An example is the STUDENT object in Table G.2. In that example, the ADVISOR attribute refers to the PROFESSOR object.

A hybrid object is an object that contains a repeating group of attributes, at least one of which refers to another object. A typical example of a hybrid object is the invoice example introduced in Chapter 3, The Relational Database Model, in Figure 3.30. In that case, an invoice contains many products, and each product has a quantity sold and a unit price. The object representation of the invoice contains a repeating group of attributes that represent the product, quantity sold, and unit price (PROD_CODE, LINE_UNITS, and LINE_PRICE) for each product sold. Therefore, the object representation of the invoice does not require a new INV_LINE object as in the ER model representation.

Finally, an associative object is an object used to represent a relationship between two or more objects. The associative object can contain its own attributes to represent specific characteristics of the relationship. A good example of an associative object is the Enroll example in Chapter 3, Figure 3.26. In that case, the ENROLL object relates to a STUDENT and a CLASS object and includes an ENROLL_GRADE attribute that represents the grade earned by the student in the class.

In real-world data models, you find fewer simple and composite objects and more compound, hybrid, and associative objects. Those types of objects will be discussed in greater detail in Section G.4.3.

G.4 CHARACTERISTICS OF AN OBJECT-ORIENTED DATA MODEL

The object-oriented concepts described in previous sections represent the core characteristics of an object-oriented data model (OODM), also known as an object data model, or ODM. At the very least, an object-oriented data model must:

- Support the representation of complex objects.
- Be extensible; that is, it must be capable of defining new data types as well as the operations to be performed on them.
- Support encapsulation, that is, the data representation and the method’s implementation must be hidden from external entities.
- Exhibit inheritance; an object must be able to inherit the properties (data and methods) of other objects.
- Support the notion of object identity (OID) described earlier in this appendix.

For instructional purposes and to the extent possible, OODM component descriptions and definitions will be used to correspond to the entity relationship model components described in Chapter 3. Although most of the basic OODM components were defined earlier in this appendix chapter, a quick summary may help you read the subsequent material more easily:

- The OODM models real-world entities as objects.
- Each object is composed of attributes and a set of methods.
- Each attribute can reference another object or a set of objects.
- The attributes and the methods’ implementation are hidden, encapsulated, from other objects.
- Each object is identified by a unique object ID (OID), which is independent of the value of its attributes.
- Similar objects are described and grouped in a class that contains the description of the data (attributes or instance variables) and the methods’ implementation.
- The class describes a type of object.
- Classes are organized in a class hierarchy.
- Each object of a class inherits all properties of its superclasses in the class hierarchy.

Armed with that summarized OO component description, note the comparison between the OO and ER model components presented in Table G.3.

<table>
<thead>
<tr>
<th>TABLE G.3 Comparing the OO and ER Model Components</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>OO DATA MODEL</strong></td>
</tr>
<tr>
<td>Type</td>
</tr>
<tr>
<td>Object</td>
</tr>
<tr>
<td>Class</td>
</tr>
<tr>
<td>Instance variable</td>
</tr>
<tr>
<td>N/A</td>
</tr>
<tr>
<td>OID</td>
</tr>
<tr>
<td>Method</td>
</tr>
<tr>
<td>Class hierarchy</td>
</tr>
</tbody>
</table>

G.4.1 Object Schemas: The Graphical Representation of Objects

A graphical representation of an object resembles a box, with the instance variable names inside the box. Generally speaking, the object representation is shared by all objects in the class. Therefore, you will discover that the terms object and class are often used interchangeably in the illustrations. With that caveat in mind, let’s begin by examining the illustration based on the Person class, shown in Figure G.15. In that case, the instance variables NAME, ADDRESS, DOB, and SEX use a string base data type, and the AGE instance variable uses an integer base data type.

Next, let’s examine the state of a Person object instance. (See Figure G.16) As you examine Figure G.16, note that the AGE instance variable can also be viewed as a derived attribute. Derived attributes may be implemented through methods. For instance, a method named Age can be created for the Person class. That method will return the difference in years between the current date and the date of birth (DOB) for a given object instance. Aside from the fact that methods can generate derived attribute values, methods have the added advantages of encapsulation and inheritance.
Keep in mind that the OO environment allows you to create abstract data types from base data types. For example, NAME, ADDRESS, and DOB are composite attributes that can be implemented through classes or ADTs. To illustrate that point, Name, Address, and DOB have been defined to be abstract data types in Figure G.17.

As you examine Figure G.17, note that the Person class now contains attributes that point to objects of other classes or abstract data types. The new data types for each instance variable of the class Person are shown in Figure G.18.

The object space, or object schema, is used to represent the composition of the state of an object at a given time.
The object’s state for an instance of class Person is illustrated in Figure G.19. As you examine Figure G.19, note the use of OIDs to reference other objects. For example, the attributes NAME, ADDRESS, and DOB now contain an OID of an instance of their respective class or ADT instead of the base value. The use of OIDs for object references avoids the data inconsistency problem that would appear in a relational system if the end user were to change the primary key value when changing the object’s state. That is because the OID is independent of the object’s state.

To illustrate this point further, a rental property application will be used by which many rental properties and the persons living in them are tracked. In that case, two people living at the same address are likely to reference the same Address object instance. (See Figure G.20.) This condition is sometimes labeled as referential object sharing. A change in the Address object instance will be reflected in both Person instances.

Figure G.20 illustrates the state of two different object instances of the class Person; both object instances reference the same Address object instance. Note that Figure G.20 depicts four different classes or ADTs: Person (two instances), Name (two instances), Address, and DOB (two instances).

G.4.2 **Class-Subclass Relationships**

Do you remember that classes inherit the properties of their superclasses in the class hierarchy? That property leads to the use of the label “is a” to describe the relationship between the classes within the hierarchy. That is, an employee is a person, and a student is a person. This basic idea is sufficiently important to warrant a more detailed illustration based on the class hierarchy. (See Figure G.21.)
In the hierarchy shown in Figure G.21, the Employee object is described by seven attributes, shown in Figure G.22. Social Security number (SS#) is recorded as a string base data type, and SALARY is recorded as an integer base data type. The NAME, ADDRESS, DOB, SEX, and AGE attributes are all inherited from the Person superclass.
That example is based on the fact that the OODM supports the class-subclass relationship, for which it enforces the necessary integrity constraints. Note that the relationship between a superclass and its subclasses is 1:M, that is, if you assume single inheritance, each superclass can have many subclasses and each subclass is related to only one superclass.

G.4.3 Interobject Relationships: Attribute-Class Links

In addition to supporting the class-subclass relationship, the OODM supports the attribute-class relationship. An attribute-class relationship, or interobject relationship, is created when an object’s attribute references another object of the same or different class.

The interobject relationship is different from the class-subclass relationship explored earlier. To illustrate this difference, let’s examine the class hierarchy for the EDLP (Every Day Low Prices) Retail Corporation, shown in Figure G.23.
As you examine Figure G.23, note that all classes are based on the Root Object superclass. The class hierarchy contains the classes Manufacturer, Item, Person, and Facility. The Facility class contains the subclasses Warehouse and Store. The Person class contains the subclass Employee, which, in turn, contains the subclasses Manager, Clerk, Secretary, Cashier, and Stocker. The following discussion will use the simple class hierarchy shown in Figure G.23 to illustrate basic 1:M and M:N relationships.

### Representing 1:M Relationships

Based on the class hierarchy in Figure G.23, a one-to-many relationship exists between Employee and Facility: each Employee works in only one Facility, but each Facility has several Employees. Figure G.24 shows how that relationship may be represented.

![Figure G.24: Representing a 1:M relationship](image)

As you examine the relationship between Employee and Facility portrayed in Figure G.24, note that the Facility object is included within the Employee object and vice versa; that is, the Employee object is also included within the Facility object. The following techniques will be used to examine the relationships in greater detail:

- Related classes are enclosed in boxes to make relationships more noticeable.
- The double line on the boxes’ right side indicates that the relationship is mandatory.
- Connectivity is indicated by labeling each box. In this case, a 1 was put next to Facility in the Employee object to indicate that each employee works in only one facility. The M beside Employee in the Facility object indicates that each facility has many employees.

Note that the ER notation is used to represent a mandatory entity and to indicate the connectivity of a relationship (1:M). The purpose of the notation is to maintain consistency with earlier diagrams.
Rather than just include the object box within the class, the preference is to use a name that is descriptive of the class characteristic being modeled. That procedure is especially useful when two classes are involved in more than one relationship. In those cases, the attribute’s name should be written above the class box, and the class box should be indented to indicate that the attribute will reference the class. For example, two relationships between Employee and Facility can be represented by using WORKS_AT and WORKERS, as indicated in Figure G.25. Note that two relationships exist:

1. The 1:M relationship is based on the business rule “each facility employs many employees, and each employee is employed by only one facility.”
2. The 1:1 relationship is based on the business rule “each facility is managed by only one employee, and each manager manages only one facility.”

As you examine Figure G.25, note that the relationships are represented in both participating classes. That condition allows you to invert the relationship, if necessary. For example, the Facility object within the Employee object represents the “Manager_of” relationship. In this case, the Facility object is optional and has a maximum connectivity of 1. The Employee and Facility objects are examples of compound objects. Another type of 1:M relationship can be illustrated by examining the relationship between employees and their dependents. To establish that relationship, you first create a Dependent subclass, using Person as its superclass. Note that a Dependent subclass cannot be created by using Employee as its superclass because the class hierarchy represents an “is a” relationship. In other words, each Manager is an Employee, each Employee is a Person, each Dependent is a Person, and each Person is an Object in the object space—but each Dependent is not an Employee. Figure G.26 shows the proper presentation of the relationship between Employee and Dependent.

As you examine Figure G.26, note that Dependent is optional to Employee and that Dependent has a 1:M relationship with Employee. However, Employee is mandatory to Dependent. The weak entity concept disappears in the OODM because each object instance is identified by a unique OID.
Representing M:N Relationships

Using the same EDLP Retail Corporation class hierarchy, a many-to-many (M:N) relationship can be illustrated by exploring the relationship between Manufacturer and Item, as represented in Figure G.27. Figure G.27 depicts a condition in which each Item may be produced by many Manufacturers, and each Manufacturer may produce many Items. Thus, Figure G.27 represents a conceptual view of the M:N relationship between Item and Manufacturer. In this representation, Item and Manufacturer are both compound objects.

Also note that the CONTACT attribute in the Manufacturer class in Figure G.27 references only one instance of the Person class. A slight complication arises at this point. It is likely that each contact (person) has a phone number, yet no phone number attribute was included in the Person class. In that case, the designer may add the attribute so it will be available to all Person subclasses.
Representing M:N Relationships with an Intersection Class

Suppose you add a condition to the just-explored ITEM class that allows you to track additional data for each item. For example, let’s represent the relationship between Item and Facility so that each Facility may contain several Items, and each Item may be located at several Facilities. In addition, you want to track the quantity and location (aisle and row) of an item at each Facility. These conditions are illustrated in Figure G.28. The right square bracket “]” in Figure G.28 indicates that the included attributes are treated as one logical unit. Therefore, each Item instance may contain several occurrences of Facility, each accompanied by related values for the AISLE, ROW, QTY_ON_HAND, and UNIT_PRICE attributes. The inverse is true for each instance of Facility. The Item and Facility objects in this relationship are hybrid objects with a repeating group of attributes. Note that the semantic requirements for this relationship indicate that the Item or Facility objects are accessed first so the aisle, row, and quantity on hand are known for each item.

To translate the preceding discussion to a more relational view of the M:N scenario, you would have to define an intersection (bridge) class to connect both Facility and Item and store the associated attributes. In that case, you might create a Stocked_Item associative object class to contain the Facility and Item object instances and the values for each of the AISLE, ROW, QTY_ON_HAND, and UNIT_PRICE attributes. Such a class is equivalent to the Interclass_Connection construct of the Semantic Data Model. Figure G.29 shows how the Item, Facility, and Stocked_Item object instances might be represented.

Having examined the depiction of the basic OO relationships, you can represent the object space as shown in Figure G.30.
FIGURE G.29
Representing the M:N relationship with intersection class

ITEM
- CODE
- DESCRIPTION
- MANUFACTURER
- STOCKED_AT
- STOCKED_ITEM
- UNIT_PRICE

STOCKED_ITEM
- ITEMS_STOCKED
- LOCATION
- QTY

FACILITY
- CODE
- NAME
- ADDRESS
- BUDGET
- WORKERS

FIGURE G.30
Object space representation

Item
- OID: A001
  [123]
  [COLOR TV 13"
  [Z45621]
  [29.95]

Collection of Manufacturer class
- OID: Z3402
  [X333]
  [ACME CORP.

Collection of Stocked_Item class
- OID: Z45621
  [ST0975]
  [MANUFACTURER: M]

Stocked_Item
- OID: ST0975
  [A001]
  [C0980]
  [QTY: 123]
  [UNIT: 430.00]

Manufacturer
- OID: X333
  [ACME CORP.

Facility
- OID: C0980
  [W010]
  [MAIN WAREHOUSE]
  [$100,000.00]
Because Figure G.30 contains much critical design information, you should examine the following points in particular:

- The Stocked_Item associative object instance contains references to an instance of each related (Item and Facility) class. The Stocked_Item intersection class is necessary only when you must keep track of the additional information referred to earlier.

- The Item object instance in this object schema contains the collection of Stocked_Item object instances, each one of which contains a Facility object instance. The inverse of that relationship is also true: a Facility object instance contains the collection of Stocked_Item object instances, each one of which contains an Item object instance. You should realize that those two relationships represent two different application views of the same object schema. It is desirable for a data model to provide such flexibility.

- The interobject references use the OID of the referenced objects in order to access and include them in the object space.

- The values inside square brackets "[ ]" represent the OID of an object instance of some class. The "collection of" classes represent a class of objects in which each object instance contains a collection of objects of some class. For example, the Z34012 and Z45621 OIDs reference objects that constitute a collection of Manufacturers and a collection of Stocked_Items, respectively.

In the relational model, the ITEM table would not contain any data regarding the MANUFACTURERS or the STOCKED_ITEMs in its structure. To provide (combined) information about ITEM, STOCKED_ITEM, and FACILITY, you would have to perform a relational join operation. The OODM does not need joins to combine data from different objects because the Item object contains the references to the related objects; those references are automatically brought into the object space when the Item object is accessed.

---

### G.4.4 Late and Early Binding: Use and Importance

A desirable OODM characteristic is its ability to let any object’s attribute contain objects that define different data types (or classes) at different times. With that feature, an object can contain a numeric value for a given instance variable, and the next object (of the same class) can contain a character value for the same instance variable. That characteristic is achieved through late binding. With late binding, the data type of an attribute is not known until execution time or run time. Therefore, two different object instances of the same class can contain values of different data types for the same attribute.

In contrast to the OODM’s ability to use late binding, a conventional DBMS requires that a base data type be defined for each attribute at the time of its creation. For example, suppose you want to define an INVENTORY to contain the following attributes: ITEM_TYPE, DESCRIPTION, VENDOR, WEIGHT, and PRICE. In a conventional DBMS, you create a table named INVENTORY and assign a base data type to each attribute, as shown in Figure G.31.

Recall from earlier chapters that when the designer is working with conventional database systems, (s)he must define the data type for each attribute when the table structure is defined. That approach to data type definition is called early binding. Early binding allows the database to check the data type for each of the attribute’s values at compilation or definition time. For instance, the ITEM_TYPE attribute in Figure G.31 is limited to numeric values. Similarly, the VENDOR attribute may contain only numeric values to match the primary key of some row in a VENDOR table with the same numeric value restriction.

Now let’s take a look at Figure G.32 to see how an OODM would handle this early-binding problem. As was true in the conventional database environment, the OODM allows the data types to be defined at creation time. However, quite unlike the conventional database, the OODM allows the data types to be user-defined ADTs. In this example of early binding, the abstract data types Inv_type, String_of_characters, Vendor, Weight, and Money are associated with the instance variables at definition time. Therefore, the designer may define the required operations for each data type. For example, the Weight data type can have methods to show the weight of the item in pounds or kilograms. Similarly, the Money data type may have methods to return the price as numbers or letters denominated in U.S. dollars, euros, or British pounds. (Remember that abstract data types are implemented through classes.)
In a late-binding environment, the object’s attribute data type is not known prior to its use. Therefore, an attribute can have any type of value assigned to it. Using the same basic data set described earlier, Figure G.33 shows the attributes (instance variables) ITEM_TYPE, DESCRIPTION, VENDOR, WEIGHT, and PRICE without a prior data type definition. Because no data types are predefined for the class instance variables, two different objects of the Inventory class may have different value types for the same attribute. For example, ITEM_TYPE can be assigned a character value in one object instance and a numeric value in the next instance. Late binding also plays an important role in polymorphism, allowing the object to decide which implementation method to use at run time.

**G.4.5 Support for Versioning**

Versioning is an OODM feature that allows you to track the history of change in the state of an object. Versioning is a very powerful modeling feature, especially in computer-aided design (CAD) environments. For example, an engineer using CAD can load a machine component design in his/her workstation, make some changes, and see how those changes affect the component’s operation. If the changes do not yield the expected results, the engineer can...
undo those changes and restore the component to its original state. Versioning is one of the reasons the OODBMS is such a strong player in the CAD and computer-aided manufacturing (CAM) arenas.

G.5 OODBMS AND PREVIOUS DATA MODELS: SIMILARITIES AND DIFFERENCES

Although the OODM has much in common with relational and ER data models, the OODM introduces some fundamental differences. The following summary is designed to offer detailed comparisons to help clarify the OODM characteristics introduced in this appendix.

G.5.1 Object, Entity, and Tuple

The OODM concept of object extends well beyond the concept of entity or tuple in other data models. Although an OODM object resembles the entity and the tuple in the ER and relational models, an OODM object has additional characteristics, such as behavior, inheritance, and encapsulation. Those OODM characteristics make OO modeling more natural than ER and relational modeling. In fact, the ER and relational models often force the designer to create new artificial entities to represent real-world entities. For example, in the ER model, an invoice is usually represented by two separate entities; the second (LINE) entity is usually weak because its existence depends on the first (INVOICE) entity and its primary key is partially derived from the INVOICE entity. (See Figure G.34.)

As you examine Figure G.34, note that the ER approach requires the use of two different entities to model a single real-world INVOICE entity. That artificial construct is imposed by the relational model’s inherent limitations. The ER model’s artificial representation introduces additional overhead in the underlying system. In contrast, the OODM’s INVOICE object is directly modeled as an object into the object space, or object schema.

G.5.2 Class, Entity Set, and Table

The concept of class can be associated with the ER and relational models’ concepts of entity set and table, respectively. However, class is a more powerful concept that allows not only the description of the data structure, but also the description of the behavior of the class objects. A class also allows for both the concept and the implementation of abstract data types in the OODM. The ADT is a very powerful modeling tool because it allows the end user to create new data types and use them like any other base data type that accompanies a database. Thus, the ADT yields an increase in the semantic content of the objects being modeled.
G.5.3 **Encapsulation and Inheritance**

ADT brings two other OO features that are not supported in previous models: encapsulation and inheritance. Classes are organized in class hierarchies. An object belonging to a class inherits all properties of its superclasses. Encapsulation means that the data representation and the method’s implementation are hidden from other objects and from the end user. In an OODM, only the methods can access the instance variables. In contrast, the conventional system’s data components or fields are directly accessible from the external environment.

Conventional models do not incorporate the methods found in the OODM. The closest thing to methods is the use of triggers and stored procedures in SQL databases. However, because triggers do not include the encapsulation and inheritance benefits that are typical of the object model’s methods, triggers do not yield the same functionality as methods.

G.5.4 **Object ID**

The object ID (OID) is not supported in either the ER or the relational model. Although database users may argue that Oracle Sequences and MS Access AutoNumber provide the same functionality as an OID, that argument is true only to the extent that they can be used to uniquely identify data elements. However, unlike the object model, in which the relationships are implicit, the relational model still uses value-based relationships such as:

```sql
SELECT * 
FROM  INVOICE, INV_LINE
WHERE  INVOICE.INV_ID = INV_LINE.INV_ID;
```

The hierarchical and CODASYL models support some form of ID that can be considered similar to the OID, thus supporting the argument presented by some researchers who insist that the OO evolution is a step back on the road to the old pointer systems. Therefore, OO-based systems return to the modeling and implementation complexities that were typical of the hierarchical and network models.

G.5.5 **Relationships**

The main property of any data model is found in its representation of relationships among the data components. The relationships in an OODM can be of two types: interclass references or class hierarchy inheritance. The ER and the relational models use a value-based relationship approach. Using a value-based approach means that a relationship among entities is established through a common value in one or several of the entity attributes. In contrast, the OODM
uses the object ID, which is identity-based, to establish relationships among objects, and those relationships are independent of the state of the object. (While that property makes it easy to deal with the database objects at the end-user applications level, you may have concluded that the price of the convenience is greater conceptual complexity.)

G.5.6 Access Methods

The ER and relational data models depend on the use of SQL to retrieve data from the database. SQL is a set-oriented query language that is based on a formally defined mathematical model. Given its set-oriented heritage and based on the value of some of its attributes, SQL uses associative access methods to retrieve related information from a database. For example, to retrieve a list of customer records based on the value of their year-to-date purchases, SQL would use:

```
SELECT * 
FROM CUSTOMER 
WHERE CUS_YTD_BUY >= 5000; 
```

If no CUS_YTD_Buy value parameter is specified, SQL “understands” that condition to mean “any value,” thus reducing the query statement to:

```
SELECT * 
FROM CUSTOMER; 
```

As a consequence of having more semantics in its data model, the OODM produces a schema in which relations form part of the structure of the database. Accessing the structured object space resembles the record-at-a-time access of the old structured hierarchical and network models, especially if you use a 3GL or even the OOPL supported by the OODBMS. The OODM is suited to support both navigational (record-at-a-time) and set-oriented access. The navigational access is provided and implemented directly by the OODM through the OIDs. The OODM uses the OIDs to navigate through the object space structure developed by the designer.

Associative set-oriented access in the OODM must be provided through explicitly defined methods. Therefore, the designer must implement operations to manipulate the object instances in the object schema. The implementation of those operations will have an effect on performance and on the database’s ability to manage data. This is where the main problem of the object model appears: the lack of a universally accepted underlying mathematical model for data manipulation. Not having a universal access standard hampers the OODM because it forces each implementation to create its own version of an object query language (OQL). The OQL is the database query language used by an OODBMS. Of course, different vendors create different versions of OQL, and that, in turn, limits true interoperability. However, several groups, such as the Object Management Group (OMG, www.omg.org), are currently working on the development of standards for object-oriented technology. For example, to facilitate modeling in an OO environment, the OMG has developed the Unified Modeling Language (UML) standard. UML represents an attempt to create a universal modeling notation to facilitate activities such as system development, data modeling, and network design. (See Appendix H to learn more about UML.)

Although there is no standard way to manipulate sets with an OQL, the relational model’s SQL2 standard did not provide ways to manipulate objects in an object-oriented database, either. However, the mismatch between OQL and SQL was reduced with the publication of the SQL3, or SQL-99, standard in 1999 by the American National Standards Institute (ANSI). SQL3 paves the way toward the integration of object-oriented extensions within relational databases. For more information about this standard, see document number ANSI/ISO/IEC 9075, Parts 1–5, at www.ansi.org.

Previous sections discussed the object-oriented concepts that were derived from OOPLs. Those concepts were used to establish the characteristics of the object-oriented data model (OODM) and to study its graphical representation. This
section compared the OODM to previous data models and explained that one of the major problems of the OODM is that it fails to conform to a universally accepted standard. Yet in spite of the lack of standards, there is agreement about minimal OODBMS characteristics. Those characteristics will be explored in the next section.

G.6 OBJECT-ORIENTED DATABASE MANAGEMENT SYSTEMS

During the past few years, the data management and application environment has become far more complex than the one envisioned by the creators of the hierarchical, network, or relational DBMSs. Those complex application environments may best be served by an object-oriented database management system (OODBMS). The OODBMS is a database management system that integrates the benefits of typical database systems with the more powerful modeling and computational (programming) characteristics of the object-oriented data model. (See Figure G.35.)

FIGURE G.35 Object-oriented database management systems

[Diagram showing OODBMS and conventional DBMS features]

NOTE

A DBMS based on the object model may be labeled an object-oriented database management system (OODBMS) or an object database management system (ODBMS). Given the frequent use of “OO” and “OODBMS” labels in the early stages of object-oriented research, the OODBMS label will be used here as a matter of personal preference.

OODBMS products are used to develop complex systems such as:

- Medical applications that handle digitized data such as x-rays, MRI scans, and ultrasounds, together with textual data used for medical research and patient medical history analysis.
- Financial applications in portfolio and risk management. These applications yield a real-time view of data that is based on multiple computations and aggregations applied to data acquired from complex stock transactions around the world. These applications can handle “time series” data as a user-defined data type with its own internal representation and methods.
- Telecommunications applications such as network configuration management applications that automatically monitor, track, and reconfigure communications networks based on hundreds of parameters in real time. Companies such as Ericsson, AT&T, and Bay Networks use OODBMSs to support their telecommunications management applications. Motorola’s Iridium global communications system manages its complex network of satellites and ground stations using an OODBMS.
The BaBar physics experiment at the Stanford Linear Accelerator Center, which enters 1 terabyte of data per day into an OODBMS.

Computer-aided design (CAD) and computer-aided manufacturing (CAM). These applications make use of complex data relations as well as multiple data types.

Computer-aided software engineering (CASE) applications, which are designed to handle very large amounts of interrelated data.

Multimedia applications, such as geographic information systems (GIS), that use video, sound, and high-quality graphics that require specialized data-management features such as intersect, inside, within, point, line, and polygon.

Many OODBMSs use a subset of the object-oriented data model features. Therefore, those who create the OODBMS tend to select the OO features that best serve the particular OODBMS’s purpose, such as support for early or late binding of the data types and methods and support for single or multiple inheritance. Whatever the choices, the critical factor for a successful OODBMS implementation appears to be finding the best mix of OO and conventional DBMS features that will not sacrifice the benefits of either one.

G.6.1 Features of an Object-Oriented DBMS

As shown in Figure G.35, an OODBMS is the result of combining OO features such as class inheritance, encapsulation, and polymorphism with database features such as data integrity, security, persistence, transaction management, concurrency control, backup, recovery, data manipulation, and system tuning. The “Object-Oriented Database System Manifesto” (Atkinson et al., 1989) was the first comprehensive attempt to define OODBMS features. The document included 13 mandatory features as well as optional characteristics of the OODBMS. The 13 rules are divided into two sets: the first eight characterize an OO system, and the last five characterize a DBMS. The 13 rules are listed in Table G.4. Each rule will be discussed briefly.

<table>
<thead>
<tr>
<th>RULES THAT MAKE IT AN OO SYSTEM</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rule 1</td>
</tr>
<tr>
<td>Rule 2</td>
</tr>
<tr>
<td>Rule 3</td>
</tr>
<tr>
<td>Rule 4</td>
</tr>
<tr>
<td>Rule 5</td>
</tr>
<tr>
<td>Rule 6</td>
</tr>
<tr>
<td>Rule 7</td>
</tr>
<tr>
<td>Rule 8</td>
</tr>
<tr>
<td>Rule 9</td>
</tr>
<tr>
<td>Rule 10</td>
</tr>
<tr>
<td>Rule 11</td>
</tr>
<tr>
<td>Rule 12</td>
</tr>
<tr>
<td>Rule 13</td>
</tr>
</tbody>
</table>

3 Malcolm Atkinson et al., “The Object-Oriented Database System Manifesto.” This white paper first presented at the First International Conference on Deductive and Object-Oriented Databases, Kyoto, Japan, in 1989, may be downloaded from the Object Data Management Group Web site at www.odmg.org. Select “White papers,” then “Database,” then “OO Database System Manifesto.” You will also find a series of follow-up white papers that explore the 1997–1999 OO rule extensions and standards. The extensions and standards are designed to augment the manifesto, and none claims to replace any part thereof.
Rule 1. The system must support complex objects. It must be possible to construct complex objects from existing objects. Examples of such object constructors are sets, lists, and tuples that allow the user to define aggregations of objects as attributes.

Rule 2. Object identity must be supported. The OID must be independent of the object’s state. This feature allows the system to compare objects at two different levels: comparing the OID (identical objects) and comparing the object’s state (equal or shallow equal objects).

Rule 3. Objects must be encapsulated. Objects have a public interface, but private implementation of data and methods. The encapsulation feature ensures that only the public aspect of the object is seen, while the implementation details are hidden.

Rule 4. The system must support types or classes. This rule allows the designer to choose whether the system supports types or classes. Types are used mainly at compile time to check type errors in attribute value assignments. Classes are used to store and manipulate similar objects at execution time. In other words, class is a more dynamic concept, and type is a more static one.

Rule 5. The system must support inheritance. An object must inherit the properties of its superclasses in the class hierarchy. This property ensures code reusability.

Rule 6. The system must avoid premature binding. This feature allows you to use the same method’s name in different classes. Based on the class to which the object belongs, the OO system decides which implementation to access at run time. This feature is also known as late binding or dynamic binding.

Rule 7. The system must be computationally complete. The basic notions of programming languages are augmented by features common to the database data manipulation language (DML), thereby allowing you to express any type of operation in the language.

Rule 8. The system must be extensible. The final OO feature concerns the system’s ability to define new types. There is no management distinction between user-defined types and system-defined types.

Rule 9. The system must be able to remember data locations. The conventional DBMS stores its data permanently on disk; that is, the DBMS displays data persistence. OO systems usually keep the entire object space in memory; once the system is shut down, the entire object space is lost. Much of the OODBMS research has focused on finding a way to permanently store objects and to retrieve them from secondary storage (disk).

Rule 10. The system must be able to manage very large databases. Typical OO systems limit the object space to the amount of primary memory available. For example, Smalltalk cannot handle objects larger than 64K. Therefore, a critical OODBMS feature is the ability to optimize the management of secondary storage devices by using buffers, indexes, data clustering, and access path selection techniques.

Rule 11. The system must support concurrent users. Conventional DBMSs are especially capable in this area. The OODBMS must support the same level of concurrency as conventional systems.

Rule 12. The system must be able to recover from hardware and software failures. The OODBMS must offer the same level of protection from hardware and software failures that the traditional DBMS provides; that is, the OODBMS must provide support for automated backup and recovery tools.

Rule 13. Data query must be simple. Efficient querying is one of the most important features of any DBMS. Relational DBMSs have provided a standard database query method through SQL, and the OODBMS must provide an object query language (OQL) with similar capability.
Optional OODBMS features include:

- **Support for multiple inheritance.** Multiple inheritance introduces greater complexity by requiring the system to manage potentially conflicting properties between classes and subclasses.

- **Support for distributed OODBMSs.** The trend toward systems application integration constitutes a powerful argument in favor of distributed databases. If the OODBMS is to be integrated seamlessly with other systems through networks, the database must support some degree of distribution.

- **Support for versioning.** Versioning is a new characteristic of the OODBMS that is especially useful in applications such as CAD and CAM. Versioning allows you to maintain a history that tracks all object transformations. Therefore, you can browse through all of the different object states, in effect letting you walk back and forth in time.

**G.6.2 Oracle Object Examples**

Oracle databases (since version 8) support object-oriented extensions. The extensions allow users to create object types, using DDL commands. Those object types are the equivalent of classes (see Section G.3.6) or abstract data types (ADT) in the object model (see Section G.3.10). Oracle supports various object types:

- **Column type.** This object type provides data type extensibility by allowing the user to define his/her own data types. A column object type is the equivalent of an abstract data type (ADT). An ADT can be used when defining a column data type within a relational table. An ADT can also have methods associated with it; those methods are implemented using PL/SQL or C++ or Java.

- **Row type.** A row type object is used to define an object table object. An object table is the equivalent of a relational table composed of many rows where each row is an object of the same type. Each row object has a unique system-generated object ID (OID), or object identifier. (See Section G.3.2.)

- **Collection objects.** Oracle also provides support for two types of collection objects. (Note the discussion that accompanies Figure G.29 in Section G.4.3.)
  - Variable length arrays (VARRAY). Enables the user to create an object type as an array of objects of a given type.
  - Nested tables. Allows the creation of a relational table in which one of the attributes is a table. Specifically, a relational table contains an attribute with an object table type.

To illustrate creating and using various object types, Oracle 11g will be used in the following discussion.

**Column Type**

A column type is basically a new data type (abstract data type) you can use when you define an attribute in a table. By creating a column type, you are defining a new class with shared attributes and methods. To illustrate the use of column types, let’s create two column types named T_ADDRESS and T_JOB. The T_ADDRESS column type will contain the street, city, state, and zip code attributes. The T_JOB column type will be used to store data about a job (company name, start date, end date, and monthly salary). The T_JOB column type will have two methods: monthsonjob, which returns the number of months spent in a given job, and totallearned, which returns the result of the multiplication of the number of months employed and the monthly salary. Figure G.36 shows the use of the CREATE TYPE command to create the two column types.

In Figure G.36, note that the T_JOB column data type creation command includes references to the methods that are to be created. By using the MEMBER FUNCTION clause, you define the name of the method to be created, any optional parameters that may be required (shown in parentheses), and the type of value (such as number or character) to be returned. To actually create the methods, you use the CREATE TYPE BODY command, as shown in Figure G.37.

As you examine Figure G.37, note that the method definition uses standard PL/SQL commands. You might also define methods using other languages, such as C++ or Java. Each method definition starts with the MEMBER FUNCTION keywords. The actual method code is contained within the BEGIN and END clauses.
Figure G.38 shows the creation of a WORKER table that uses the T_ADDRESS and T_JOB column types defined earlier.
Once you have created the table, you use standard SQL commands to insert data. However, to enter data in a column type attribute, you must use the column type name, as indicated in Figure G.39, with the INSERT statements.
To retrieve data from a column type attribute using a SELECT statement, you must first declare an alias for the table. In this case, the alias W has been used. Next, you can refer to a column type attribute or method using a dot-separated notation such as W.WRK_ADDRESS.STREET or W.WRK_PREVJOB.TOTALEARNED, as shown in Figure G.39.

**Row Type**

A row type enables you to create a table in which each row is an object instance. That table is called an object table to differentiate it from a relational table. To demonstrate the use of row types, let’s create the OTBL_BAND object table in which each row is a Musician object. To accomplish that task, let’s first create a T_MUSICIAN column type. (Remember that a column type is an object.) The T_MUSICIAN column type will have an AGE method that uses the system date and the musician’s date of birth to return the age of each musician. To create the object table, you use the CREATE TABLE OF command, as shown in Figure G.40.

To insert data to the newly created object table, you use the INSERT command, as shown in Figure G.41. Note that you do not have to identify the column type, as was required with the WORKER table. The difference is that the WORKER table is a relational table containing attributes with abstract data types. In such cases, you need to specify the abstract data (column type). In the case of the OTBL_BAND table, you are adding rows to an object table. However, you still must use an alias to invoke a method. (See Figure G.41.)

**VARRAY Collection Type**

The variable length array creates a new object type that represents a collection of objects of a similar type (objects or base data types). For example, an employee may have multiple dependents. In that case, you can store all of the dependents in an array for each of the employees. Figure G.42 shows the commands required to create the T_DEPENDLIST variable array object type and the EMP3 table containing the E_DEPENDENTS attribute, which uses the T_DEPENDLIST data type. Note that the variable array has been defined to hold a maximum of 10 dependent names.
Nested Table Collection Type

When you have related data that are more extensive than you would expect to find in an array, you can use a nested table. A nested table is created when an attribute within a relational table definition (CREATE TABLE) is assigned a table data type. For example, Figure G.43 shows the creation of the EMP4 table containing the E_DEPENDTS attribute, which uses the T_DEPTAB data type. In turn, the T_DEPTAB data type is defined as a table type. Conceptually speaking, the attribute is, in effect, a table.
Creating and working with the VARRAY object type

Oracle SQL*Plus

CREATE TYPE T_DEPENDLIST AS VARRAY(10) OF VARCHAR2(10);

CREATE TABLE EMP3 (
    E_LNAME VARCHAR2(15),
    E_FNAME VARCHAR2(15),
    E_DEPENDENTS T_DEPENDLIST,
    5);

INSERT INTO EMP3
VALUES ('SMITH', 'ALAN', 'T_DEPENDLIST('STAN', 'MARY'));

INSERT INTO EMP3
VALUES ('PHATT', 'ALYSSA', 'T_DEPENDLIST('CARLOS', 'PETER', 'DEB'));

SELECT E_LNAME, E_FNAME, E_DEPENDENTS
FROM EMP3 E;

SMITH
ALAN
T_DEPENDLIST('STAN', 'MARY')
PHATT
ALYSSA
T_DEPENDLIST('CARLOS', 'PETER', 'DEB')
A conventional relational database design process involves the application of ER modeling and normalization techniques to develop and implement a design. During a design process, emphasis is placed on modeling real-world objects through simple tabular relations, usually presented in 3NF. Unfortunately, as you have already seen, sometimes the relational and ER models cannot adequately represent some objects. Consequently, the ER model makes use of constructs such as bridge (composite) entities that widen the semantic gap between the real-world objects and their corresponding representations.

You may have noticed the database design process generally focusing on identification of the data elements, rather than including data operations as part of the process. In fact, the definition of data constraints and data transformations is usually considered late in the database design process. Those definitions are implemented by external application program code. In short, operations are not a part of the database model.

Why does the conventional model tolerate and even require the existence of the data/procedures dichotomy? After all, the idea of object-oriented design had been contemplated even in the classical database environment. The reason is simple: until recently, database designers simply had no access to tools that bonded data and procedures.
The object-oriented database design approach answers the problem of a split between data and procedures by providing both data identification and the procedures or manipulations to be performed on the data. Object-oriented database design forces you to think of data and procedures as a self-contained entity. Specifically, the OO design requires the database description to include the objects and their data representation, constraints, and operations. That design can produce a more complete and meaningful description of the database than was possible in the conventional database design.

OO design is iterative and incremental in nature. The database designer identifies each real-world object and defines its internal data representation, semantic constraints, and operations. Next, the designer groups similar objects in classes and implements the constraints and operations through methods. At this point, the designer faces two major challenges:

1. Build the class hierarchy or the class lattice (if multiple inheritance is allowed), using base data types and existing classes. This task will define the superclass-subclass relationships.
2. Define the interclass relationships (attribute-class links), using both base data types and ADTs.

The importance of those tasks can hardly be overestimated because the better the use of the class hierarchy and the treatment of the interclass relationships, the more flexible and closer to the real world the final model will be.

Code reusability does not come easy. One of the hardest tasks in OODB design is creation of the class hierarchy, using existing classes to construct new ones. Future DBAs will have to develop specialized skills to perform that task properly and to incorporate code that represents data behavior. Thus, DBAs are likely to become surrogate database programmers who must define data-intrinsic behavior. The role of DBAs is likely to change when they take over some of the programming burden of defining and implementing operations that affect the data.

Both DBAs and designers face additional problems. In contrast to the relational or ER design processes, there are few computerized OODB design tools, and if the design is to be implemented in any of the conventional DBMSs, it must be translated carefully. The reason is that conventional databases do not support abstract data types, non-normalized data, inheritance, encapsulation, or other OO features.

As is true in any of the object-oriented technologies, the lack of standards also affects OO database design. There is neither a widely accepted standard methodology to guide the design process, nor a set of rules (like the normalization rules in the relational model) to evaluate the design. This situation is improving. The Object Management Group (OMG), mentioned earlier, produces vendor-independent standards and specifications for object-based systems and components. The OMG created the Unified Modeling Language (UML), a graphical language for the modeling, design, and visualization of object-oriented systems. UML is used to model not only the database component of a system, but also its processes, modules, and network components and the interaction among them. OMG also created object standards that define the Object Management Architecture (OMA), which allows the interoperability of objects across diverse systems and platforms. The OMA standard includes the Common Object Request Broker Architecture (CORBA) and the Common Object Services Specifications (COSS). That framework is used by OODBMS vendors and developers to implement systems that are highly interoperable with other OODBMSs, as well as with RDBMSs and older DBMS systems.

Some vendors are already offering products that comply with the OMG’s CORBA and COSS specifications, such as IBM’s System Object Model (SOM) and HP’s Object Request Broker (ORB). Other object architectures have emerged as alternatives to the concerted standards efforts, especially Microsoft’s object linking and embedding (OLE) and Component Object Model (COM). Although the OLE/COM specification is not a standards-based effort, the sheer established market volume is making it the de facto object standard for the Microsoft Windows environment.
Compared to the RDBMS market share, OODBMSs have a long way to go before they can claim double-digit market percentage. In fact, at this point, the OODBMS occupies a strong niche market, as the Apple Mac does in the microcomputing arena. As with the Mac’s impact on microcomputing, the OODBMS has been the vehicle for technological innovation, but it has not been the beneficiary of market share growth based on its technological innovations. Yet in spite of its lack of market share, the OODBMS is worth examining, especially because its OO features drive the changes in database technology that define today’s object-relational DBMS.

One reason for the OODBMS’s lack of market acceptance is that the RDBMS has incorporated many OO features while retaining its conceptual simplicity, thus diminishing the OODBMS’s allure. Nevertheless, as long as the RDBMS does not incorporate C. J. Date’s recommended domain implementation, the OODBMS offers benefits that are worth examining. Most of those benefits are expressed in terms of the complex object management capabilities you have explored in some detail. To obtain those benefits, the OODBMS depends on the use of an OOPL. That is why you examine some of the OODBMS’s benefits with reference to programming issues.

G.8.1 Advantages

- OODBMSs allow the inclusion of more semantic information in the database, thus providing a more natural and realistic representation of real-world objects.
- OODBMSs provide an edge in supporting complex objects, which makes them especially desirable in specialized application areas. Conventional databases simply lack the ability to provide efficient applications in CAD, CAM, medical imaging, spatial imaging, and specialized multimedia environments.
- OODBMSs permit the extensibility of base data types, thereby increasing both the database functionality and its modeling capabilities.
- If the platform allows efficient caching, when managing complex objects, OODBMSs provide dramatic performance improvements compared to relational database systems.
- Versioning is a useful feature for specialized applications such as CAD, CAM, medical imaging, spatial imaging, engineering, text management, and desktop publishing.
- The reusability of classes allows for faster development and easier maintenance of the database and its applications.
- Faster application development time is obtained through inheritance and reusability. This benefit is obtained only after mastering the use of OO development features such as:
  - Proper use of the class hierarchy, for example, how to use existing classes to create new classes.
  - OO design methodology.
- The OODBMS provides a possible solution to the problem of integrating existing and future DBMSs into a single environment. This solution is based on the OODBMS’s strong data abstraction capabilities and its promise of portability.

G.8.2 Disadvantages

- OODBMSs face strong and effective opposition from the firmly established RDBMSs, especially when those RDBMSs—such as IBM’s DB2 Universal Database and Oracle 11g—incorporate many OO features that would otherwise have given the OODBMS the clear competitive edge in a complex data environment. Therefore, the OODBMS’s design and implementation complexities become more difficult to justify.
- The OODBMS is based on the object model, which lacks the solid theoretical foundation of the relational model on which the RDBMS is built.
In some sense, OODBMSs are considered a throwback to the traditional pointer systems used by hierarchical and network models. This criticism is not quite true when it associates the pointer system with the navigational data manipulation style and fixed access paths that led to the relational system’s dominance. Nevertheless, the complexity of the OODBMS pointer systems cannot be denied.

OODBMSs do not provide a standard ad hoc query language, as relational systems do. At this point, development of the object query language (OQL) is far from complete. Some OODBMS implementations are beginning to provide extensions to the relational SQL to make the integration of the OODBMS and RDBMS possible.

The relational DBMS provides a comprehensive solution to business database design and management needs, supplying both a data model and a set of fairly straightforward normalization rules for designing and evaluating relational databases. OODBMSs do not yet provide a similar set of tools.

The initial learning curve for the OODBMS is steep. If you consider the direct training costs and the time it takes to fully master the uses and advantages of object orientation, you will appreciate why OODBMSs seldom are rated as the first option when solutions are sought for noncomplex business-oriented problems.

The OODBMS’s low market presence, combined with its steep learning curve, means that few people are qualified to make use of the presumed power of OO technology. Most of the technology is currently focused on engineering application areas of software development. Therefore, only companies with the right mix of resources (money, time, and qualified personnel) can afford to invest in OO technology.

The lack of compatibility between different OODBMSs makes switching from one piece of software to another very difficult. With RDBMSs, different products are very similar, and switching from one to another is relatively easy.

A few years ago, the authors speculated that future systems would manage objects with embedded data and methods, rather than with records, tuples, or files. The authors also suggested that although the portability details were not clear yet, they would have a major and lasting impact on how databases would be designed and used. Given the benefit of hindsight, the authors now know that the OODBMS’s reach has been limited by the object-relational DBMS’s successful integration of many OO concepts. In any case, the OODBMS has had a major impact on how databases are viewed and managed, and the battle of the relational and object titans is far from over. Finally, because the object concepts are likely to remain the focus for future DBMS developments, they continue to be worth understanding.

G.9 HOW OO CONCEPTS HAVE INFLUENCED THE RELATIONAL MODEL

Most relational databases are designed to serve general business applications that require ad hoc queries and easy interaction. The data types encountered in those applications are well defined and are easily represented in common tabular formats with equally common short and well-defined transactions. However, RDBMSs are not as well suited as OODBMSs to the complex requirements of some applications, and the RDBMS is beginning to reach its limits in a business data environment that is changing with the advent of mixed-media data storage and retrieval.

The fast-changing data environment has forced relational model advocates to respond to the OO challenge by extending the relational model’s conceptual reach. The result of their efforts is usually referred to as the extended relational model (ERM) or, more appropriately, the object/relational model (O/RM). Although this O/RM effort is still a work in progress, its basic features provide support for:

- Extensibility of new user-defined (abstract) data types.
- Complex objects.
- Inheritance.
- Procedure calls (rules or triggers).
- System-generated identifiers (OID surrogates).
That is not an exhaustive list of the extensions added to the relational model, nor do all extended relational models incorporate all of the listed additions. However, the list contains the most crucial and desirable extended relational features.

NOTE

It's worth noting again that C. J. Date's "Third Manifesto" is based on Date's observation that the relational model already contains the desired capabilities through its support of domains. Therefore, the implementation of that domain support will yield the benefits now claimed for the OO "extensions" of the relational model. However, the relational domain implementations have not (yet?) been developed commercially, while the OO "extensions" to the relational database model are a commercial fact of life.

The enhancements to the relational model are based on the following concepts:

- Semantic and object-oriented concepts are necessary to support the new generation of applications—especially if those applications will be deployed through the Internet.
- The concepts can and must be added to the relational model.
- The benefits of the relational model must be preserved to protect the investment in relational technology and to provide downward compatibility.

Most current extended relational DBMSs conform to the notions expressed in C. J. Date's "Third Manifesto." (See preceding note.) They also provide the following useful features:

- Oracle Corporation and IBM have developed suites of products marketed as Universal Database Servers. Although the Universal Database Server is not a pure object-oriented DBMS—it lacks the object storage component—this product supports complex data types such as multimedia data and spatial data, and it's Internet-ready. The Internet feature allows users to query the database using the World Wide Web (WWW). Oracle 11g also includes support for object-oriented extensions and storage. IBM's DB2 Universal Database Server has similar capabilities.
- IBM's DB2 Universal Database system is a proven database that is used by many Fortune 1000 corporations. IBM's system supports digitized data (video and audio) as well as user-defined data types and procedures. The Universal Database is also being positioned as a key player in the Internet arena with its support for Web access and Java programming interfaces.

G.10 THE NEXT GENERATION OF DATABASE MANAGEMENT SYSTEMS

The adaptation of OO concepts in several computer-related areas has changed both systems design and system behavior. The next generation of DBMSs is likely to incorporate features borrowed from object-oriented database systems, artificial intelligence systems, expert systems, distributed databases, and the Internet.

OODBMSs represent only one step toward the next generation of database systems. The use of OO concepts will enable future DBMSs to handle more complex problems with normalized and non-normalized data. The extensibility of database systems is one of the many major object-oriented contributions that enable databases to support new data types such as sets, lists, arrays, video, bitmap pictures, voice, and maps. The SQL3 standard provides such extensibility by supporting user-defined data types in addition to its predefined data types (numeric, integer, string, and so on). For example, in SQL3, a DBA can create a new abstract data type that represents a collection of objects, then use that data type in a table definition. That procedure enables a database column to contain a collection of values instead of a single value.
Recent market history indicates that the OODBMS will probably continue to occupy a niche within the database market. That niche will be characterized by applications that require very large amounts of data with several complex relations and with specialized data types. For example, the OODBMS seems likely to maintain its standing in CAD, CAM, computer-integrated manufacturing, specialized multimedia applications, medical applications, architectural applications, mapping applications, simulation modeling, and scientific applications.

However, current market conditions seem to dictate that the object-relational databases will become dominant in most complex business applications. That conclusion is based on the need to maintain compatibility with existing systems, the universal acceptance of the relational model as a standard, and the sheer weight of the relational database’s considerable market share.
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Review Questions

1. Discuss the evolution of object-oriented concepts. Explain how those concepts have affected computer-related activities.
2. How would you define object orientation? What are some of its benefits? How are OO programming languages related to object orientation?
3. Define and describe the following:
   a. Object
   b. Attributes
   c. Object state
   d. Object ID (OID)
4. Define and contrast the concepts of method and message. What OO concept provides the differentiation between a method and a message? Give examples.
5. Explain how encapsulation provides a contrast to traditional programming constructs such as record definition. What benefits are obtained through encapsulation? Give an example.
6. Using an example, illustrate the concepts of class and class instances.
7. What is a class protocol, and how is it related to the concepts of methods and classes? Draw a diagram to show the relationships among these OO concepts: object, class, instance variables, methods, object state, object ID, behavior, protocol, and messages.
8. Define the concepts of class hierarchy, superclasses, and subclasses. Explain the concept of inheritance and the different types of inheritance. Use examples in your explanations.
9. Define and explain the concepts of method overriding and polymorphism. Use examples in your explanations.
10. Explain the concept of abstract data types. How do they differ from traditional or base data types? What is the relationship between a type and a class in OO systems?
11. What are the five minimum attributes of an OO data model?
12. Describe the difference between early and late binding. How does each of these affect the object-oriented data model? Give examples.
13. What is an object space? Using a graphic representation of objects, depict the relationship(s) that exist between a student taking several courses and a course taken by several students. What type of object is needed to depict that relationship?
14. Compare and contrast the OODM with the ER and relational models. How is a weak entity represented in the OODM? Give examples.
15. Name and describe the 13 mandatory features of an OODBMS.
16. What are the advantages and disadvantages of an OODBMS?
17. Explain how OO concepts affect database design. How does the OO environment affect the DBA’s role?
18. What are the essential differences between the relational database model and the object database model?
19. Using a simple invoicing system as your point of departure, explain how its representation in an entity relationship model (ERM) differs from its representation in an object data model (ODM). (Hint: See Figure G.34.)
20. What are the essential differences between an RDBMS and an OODBMS?
21. Discuss the object/relational model’s characteristics.

PROBLEMS

1. Convert the following relational database tables to the equivalent OO conceptual representation. Explain each of your conversions with the help of a diagram. (Note: The RRE Trucking Company database includes the three tables shown in Figure PG.1.)
2. Using the tables in Figure PG.1 as a source of information:
   a. Define the implied business rules for the relationships.
   b. Using your best judgment, choose the type of participation of the entities in the relationship (mandatory or optional). Explain your choices.
   c. Develop the conceptual object schema.

3. Using the data presented in Problem 1, develop an object space diagram representing the object’s state for the instances of Truck listed below. Label each component clearly with proper OIDs and attribute names.
   a. The instance of the class Truck with TRUCK_NUM = 5001.
   b. The instances of the class Truck with TRUCK_NUM = 5003 and 5004.

4. Given the information in Problem 1, define a superclass Vehicle for the Truck class. Redraw the object space you developed in Problem 3, taking into consideration the new superclass that you just added to the class hierarchy.

5. Assume the following business rules:
   a. A course contains many sections, but each section has only one course.
   b. A section is taught by one professor, but each professor may teach one or more different sections of one or more courses.

FIGURE PG.1

The RRE Trucking Company database

Table name: TRUCK

<table>
<thead>
<tr>
<th>TRUCK_NUM</th>
<th>BASE_CODE</th>
<th>TYPE_CODE</th>
<th>VEHICLE_MAKE</th>
<th>VEHICLE_MODEL</th>
<th>VEHICLE_YEAR</th>
<th>VEHICLE(Stream)</th>
<th>VEHICLE_DESC</th>
</tr>
</thead>
<tbody>
<tr>
<td>5001</td>
<td>101</td>
<td>1</td>
<td>121225-50</td>
<td>28-Mar-02</td>
<td>AA-235-231-3011</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5002</td>
<td>102</td>
<td>1</td>
<td>276004-30</td>
<td>23-Mar-01</td>
<td>AO-342-231-342-023</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5003</td>
<td>103</td>
<td>2</td>
<td>212464-69</td>
<td>27-Dec-02</td>
<td>CA-656-7956-625</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5004</td>
<td>104</td>
<td>1</td>
<td>39894-31</td>
<td>27-Feb-05</td>
<td>AO-341-231-144-728</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5005</td>
<td>105</td>
<td>2</td>
<td>24463-76</td>
<td>15-Mar-07</td>
<td>AO-341-231-342-942</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5006</td>
<td>106</td>
<td>6</td>
<td>295408-68</td>
<td>30-Aug-01</td>
<td>AO-340-5435-849</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5007</td>
<td>107</td>
<td>3</td>
<td>1,567,02-32</td>
<td>01-Dec-92</td>
<td>AA-341-5657-234</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5008</td>
<td>108</td>
<td>2</td>
<td>1,421,39</td>
<td>21-Dec-02</td>
<td>CA-690-231-889-130</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5009</td>
<td>109</td>
<td>2</td>
<td>1,885,929</td>
<td>16-Jan-94</td>
<td>08-880-38-695-554</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5010</td>
<td>110</td>
<td>5</td>
<td>540,14-40</td>
<td>15-May-05</td>
<td>06-326-231-140-952</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5011</td>
<td>111</td>
<td>1</td>
<td>42,726</td>
<td>09-May-07</td>
<td>CT-240-40590-162</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5012</td>
<td>112</td>
<td>6</td>
<td>362,226-40</td>
<td>20-May-05</td>
<td>CA-690-231-942-048</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5013</td>
<td>113</td>
<td>3</td>
<td>261,616-66</td>
<td>11-Jan-91</td>
<td>AO-341-5657-234</td>
<td></td>
<td></td>
</tr>
<tr>
<td>5014</td>
<td>114</td>
<td>7</td>
<td>1,727,25</td>
<td>03-May-94</td>
<td>CT-240-40590-162</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5015</td>
<td>115</td>
<td>1</td>
<td>1,548,67-79</td>
<td>20-Mar-03</td>
<td>06-326-231-548-046</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5016</td>
<td>116</td>
<td>1</td>
<td>1,200,12</td>
<td>18-Mar-94</td>
<td>CT-240-40590-162</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>5017</td>
<td>117</td>
<td>1</td>
<td>528,55-95</td>
<td>23-Dec-94</td>
<td>CT-240-626-7666-230</td>
<td>2</td>
<td></td>
</tr>
</tbody>
</table>

Table name: BASE

<table>
<thead>
<tr>
<th>BASE_CODE</th>
<th>BASE_CTY</th>
<th>BASEceans</th>
<th>BASE_DESC</th>
<th>BASEocking</th>
<th>BASE_OPERATOR</th>
<th>BASE_OPERATOR_DESC</th>
<th>BASE_OPERATOR_CODE</th>
</tr>
</thead>
<tbody>
<tr>
<td>101</td>
<td>Miami</td>
<td>FL</td>
<td>04/01</td>
<td>22443</td>
<td>Miami D. Collision</td>
<td></td>
<td></td>
</tr>
<tr>
<td>102</td>
<td>Lenawee</td>
<td>MI</td>
<td>04/01</td>
<td>22443</td>
<td>George H. Demaria</td>
<td></td>
<td></td>
</tr>
<tr>
<td>103</td>
<td>Kansas</td>
<td>MO</td>
<td>04/01</td>
<td>22443</td>
<td>Mario J. Toledo</td>
<td></td>
<td></td>
</tr>
<tr>
<td>104</td>
<td>Athens</td>
<td>GA</td>
<td>04/01</td>
<td>22443</td>
<td>Paul F. Nicklas</td>
<td></td>
<td></td>
</tr>
<tr>
<td>105</td>
<td>Gainesville</td>
<td>FL</td>
<td>04/01</td>
<td>22443</td>
<td>Lee A. Chay</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table name: TYPE

<table>
<thead>
<tr>
<th>TYPE_CODE</th>
<th>TYPE_DESCRIPTION</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Single tax, double-wide</td>
</tr>
<tr>
<td>2</td>
<td>Single tax, single-wide</td>
</tr>
<tr>
<td>3</td>
<td>Tandem trailer, single-wide</td>
</tr>
<tr>
<td>4</td>
<td>Tandem trailer, double-wide</td>
</tr>
<tr>
<td>5</td>
<td>Utility</td>
</tr>
<tr>
<td>6</td>
<td>Dump truck, single-wide</td>
</tr>
<tr>
<td>7</td>
<td>Dump truck, double-wide</td>
</tr>
</tbody>
</table>
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A section may contain many students, and each student is enrolled in many sections, but each section belongs to a different course. (Students may take many courses, but they cannot take many sections of the same course.)

Each section is taught in one room, but each room may be used to teach several different sections of one or more courses.

A professor advises many students, but a student has only one advisor.

Based on these business rules:

a. Identify and describe the main classes of objects.
b. Modify your description in (a) to include the use of abstract data types such as Name, DOB, and Address.
c. Use object representation diagrams to show the relationships between:
   - Course and Section.
   - Section and Professor.
   - Professor and Student.
d. Use object representation diagrams to show the relationships between:
   - Section and Students.
   - Room and Section.

What type of object is necessary to represent those relationships?
e. Using an OO generalization, define a superclass Person for Student and Professor. Describe this new superclass and its relationship to its subclasses.

6. Convert the following relational database tables to the equivalent OO conceptual representation. Explain each of your conversions with the help of a diagram. (Note: The R&C Stores database includes the three tables shown in Figure PG.6.)

**FIGURE PG.6** The R&C Stores database

<table>
<thead>
<tr>
<th>Table name: EMPLOYEE</th>
<th>Database name: RC_Stores</th>
</tr>
</thead>
<tbody>
<tr>
<td>EMPLOYEE</td>
<td></td>
</tr>
<tr>
<td>STORE</td>
<td></td>
</tr>
<tr>
<td>REGION</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table name: EMPLOYEE</th>
<th>Database name: RC_Stores</th>
</tr>
</thead>
<tbody>
<tr>
<td>EMPLOYEE</td>
<td></td>
</tr>
<tr>
<td>STORE</td>
<td></td>
</tr>
<tr>
<td>REGION</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table name: STORE</th>
<th>Database name: RC_Stores</th>
</tr>
</thead>
<tbody>
<tr>
<td>STORE</td>
<td></td>
</tr>
<tr>
<td>REGION</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table name: REGION</th>
<th>Database name: RC_Stores</th>
</tr>
</thead>
<tbody>
<tr>
<td>REGION</td>
<td></td>
</tr>
<tr>
<td>STORE</td>
<td></td>
</tr>
<tr>
<td>EMPLOYEE</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table name: EMPLOYEE</th>
<th>Database name: RC_Stores</th>
</tr>
</thead>
<tbody>
<tr>
<td>EMPLOYEE</td>
<td></td>
</tr>
<tr>
<td>STORE</td>
<td></td>
</tr>
<tr>
<td>REGION</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table name: STORE</th>
<th>Database name: RC_Stores</th>
</tr>
</thead>
<tbody>
<tr>
<td>STORE</td>
<td></td>
</tr>
<tr>
<td>REGION</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table name: REGION</th>
<th>Database name: RC_Stores</th>
</tr>
</thead>
<tbody>
<tr>
<td>REGION</td>
<td></td>
</tr>
<tr>
<td>STORE</td>
<td></td>
</tr>
<tr>
<td>EMPLOYEE</td>
<td></td>
</tr>
</tbody>
</table>
7. Convert the following relational database tables to the equivalent OO conceptual representation. Explain each of your conversions with the help of a diagram. (Note: The Avion Sales database includes the tables shown in Figure PG.7.)

8. Using the ERD shown in Appendix C, The University Lab: Conceptual Design Verification, Logical Design, and Implementation, Figure C.22 (the Check_Out component), create the equivalent OO representation. (Appendix C is in the Premium Website.)

9. Using the contracting company’s ERD in Chapter 6, Normalization of Database Tables, Figure 6.15, create the equivalent OO representation.